--- Specification of a simple slide puzzle 

--- This game consists of a number of buttons

--- to control the game, a slidepane which

--- contains the puzzle itself, a mouse to

--- move the slides and click the buttons and

--- a HintWizard. 

SlidePuzzle where

SlidePuzzle =    ButtonPane

              || SlidePane

              || Mouse

              || HintWizard,

--- The Mouse process is modelled in order to express

--- the presence and possible actions of the mouse

Mouse = [  (click_tile -> Mouse)

        [] (click_undo -> Mouse)

        [] (click_restart -> Mouse)

        [] (click_hint -> Mouse)],

--- The SlidePane consists of two communicating processes:

--- SlideMemory, which keeps track of the changes in the 

--- configuration of the slides, and SlideMover, which

--- updates the current configuration of slides. At first

--- the process SlideMemoryStart will be started, this

--- process is used to start with a fresh puzzle

SlidePane =    SlideMemoryStart

            || SlideMover,

--- The process SlideMemoryStart will get a fresh puzzle

--- (for example from disk, this is not modelled here), displays

--- this new-puzzle by echo_memory and will then continu

--- with the process SlideMemory

--- when the ButtonPane evokes an undo the slideMemory has to

--- send the resulting configuration to the SlideMover, 

--- by means of echo_memory 

--- when the ButtonPane evokes a reset the SlideMemory has to 

--- send the original configuration to SlideMover, by means 

--- of the corresponding echo_memory

SlideMemoryStart = (echo_memory -> SlideMemory),

SlideMemory = [  (store_slides -> SlideMemory)

              [] (slide_undo -> echo_memory -> SlideMemory)

              [] (slide_reset -> echo_memory -> SlideMemory)],

--- The SlideMover takes care of the position of the slides,

--- it can react to a click_tile. If the move that the user

--- wants to do is possible, then the configuration of the 

--- slides is stored, by evoking store_slides, and the slide

--- is moved. If the move is not possible nothing happens

--- Slides can also be moved by an echo_memory from the

--- SlideMemory

--- When the wizard moves a slide (hint_tile) then the move

--- is made without checking whether the move is possible,

--- as wizards are always right

SlideMover = [  (click_tile -> 

                  [  ( store_slides -> move_tile -> SlideMover)

                  [] SlideMover]

             [] (echo_memory -> SlideMover)

             [] (hint_tile -> store_slides ->

                  move_tile -> SlideMover)],

--- The ButtonPane contains the buttons the user can click

--- with the mouse. Possible buttons are: undo, restart and

--- hint. The first two evoke action from the SlideMemory, 

--- which takes further care of the necessary thing to do.

--- The latter evokes the HintWizard, which will determine

--- the best next move.

ButtonPane = [  (click_undo -> slide_undo -> ButtonPane)

             [] (click_restart -> slide_reset -> ButtonPane)

             [] (click_hint -> call_wizard -> ButtonPane)],

--- Whenever the HintWizard is called by the user (by

--- clicking the corresponding button on the buttonpane)

--- the wizard calculates the best next move (the actual 

--- calculation is not modelled here, the algorithms 

--- themselves are not important for the interaction of the

--- game) and moves the slide by hint_tile to the SlideMover

HintWizard = (call_wizard -> hint_tile -> HintWizard)
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